{golem} has a function called run\_app(), which, in its original implementation, relies on calling runApp() on the two files contained in the inst/ folder of the package. But here comes the issue — **runApp() can’t be used with RStudio products (Shiny Server, Connect & Shinyapps.io)**, as it returns an error Can't call runApp() from within runApp(). The previous workaround was to use shinyApp(...) in the app.R file, but I like things to be stable so having various solutions didn’t seem like the best answer.

Two questions arise from that:

Why on earth a run\_app() function? Well, because it allows to deploy easily through command line. Using a run\_app() function allow more flexibility, if we succeed to design it to take parameters and to pass it to the app. For example, in Docker, we could use environment variables as function parameters. A flexible run\_app() function would also allow to change the behaviour of the app without having to tweak the app.R file we’re using for RStudio Products. Or, as you will see in this very blog post, a run\_app() function with parameters can also be used to change the behaviour of our local app ![🙂](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEgAAABICAMAAABiM0N1AAAAA3NCSVQICAjb4U/gAAAAPFBMVEVHcEz/zEz/zEz/zEz/zEz/y0v/zEz6x0r/z0f/zE3/zU3/zUxmRQD/zE2AXA3OoTSziSdwTQXaqzqddhwc9eCHAAAADHRSTlMA38+vSoCP9iCfYL+hGL6kAAAB6UlEQVRYhe2Y25aDIAxFtVXwBoL+/78OCtRqEgezsuZp9mMKpyHBEKgqmm5QY20S9aiG7mYwSdN/NA7qvnmm0ikNVSJalfvVvCmVyLvMra6/l9noC7xqyUWdFtj+5s6rRGbjdetUU+ROcuomUm25zAa5vIIon+mFdAglhg6q9DA+GRCnhqdjzCV33YO8n9Hn/VS8DyEvgQBFWomFbXwtjpX5g88eYGcskzMH69hsp8nOcAZhf6cIwfHTDphB2U2MkrqatY8TvC6zG6N2IWB2U8KV2cNf4KG2eYIts5sYbpj76UOZ3cQdAM/BY4IusgdqLGccj0LeBhmhASafFeywAUZofJ5+Y0Yk1owNuUUb2hifSAAVevrR0kIM/oX+UgjZkBxq7BPhMGIfLQeFlREOA1bYOHRYqWVQEwe/9/iXGZi9R6w9cfKHWrGiHcqyooU2nv7IjHUvqPO1sM17sV3heI0f2eGHXJxXtyTcmks28seKaCK+yjMEKdipiUDamrQ4DGRhua3BGy1CCdM5WmS09Zs9lMF3xdH+482odvYsYx0+7qvTptrjxdl8llm3EINOtwiphl3uCiF2qZG7Zsld/OSuonKXY7nrutwDgtyTRiX2yFLJPftUYg9Ru1cyT2PRLZHHuuTXk+fDH3Rxz1jqeFQJAAAAAElFTkSuQmCC)

Ok, so that was the story behind run\_app(). But why on earth this first implementation with runApp()? You’ll see in a minute why one would choose that function ![🙂](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEgAAABICAMAAABiM0N1AAAAA3NCSVQICAjb4U/gAAAAPFBMVEVHcEz/zEz/zEz/zEz/zEz/y0v/zEz6x0r/z0f/zE3/zU3/zUxmRQD/zE2AXA3OoTSziSdwTQXaqzqddhwc9eCHAAAADHRSTlMA38+vSoCP9iCfYL+hGL6kAAAB6UlEQVRYhe2Y25aDIAxFtVXwBoL+/78OCtRqEgezsuZp9mMKpyHBEKgqmm5QY20S9aiG7mYwSdN/NA7qvnmm0ikNVSJalfvVvCmVyLvMra6/l9noC7xqyUWdFtj+5s6rRGbjdetUU+ROcuomUm25zAa5vIIon+mFdAglhg6q9DA+GRCnhqdjzCV33YO8n9Hn/VS8DyEvgQBFWomFbXwtjpX5g88eYGcskzMH69hsp8nOcAZhf6cIwfHTDphB2U2MkrqatY8TvC6zG6N2IWB2U8KV2cNf4KG2eYIts5sYbpj76UOZ3cQdAM/BY4IusgdqLGccj0LeBhmhASafFeywAUZofJ5+Y0Yk1owNuUUb2hifSAAVevrR0kIM/oX+UgjZkBxq7BPhMGIfLQeFlREOA1bYOHRYqWVQEwe/9/iXGZi9R6w9cfKHWrGiHcqyooU2nv7IjHUvqPO1sM17sV3heI0f2eGHXJxXtyTcmks28seKaCK+yjMEKdipiUDamrQ4DGRhua3BGy1CCdM5WmS09Zs9lMF3xdH+482odvYsYx0+7qvTptrjxdl8llm3EINOtwiphl3uCiF2qZG7Zsld/OSuonKXY7nrutwDgtyTRiX2yFLJPftUYg9Ru1cyT2PRLZHHuuTXk+fDH3Rxz1jqeFQJAAAAAElFTkSuQmCC)But, TL;DR, runApp is able to use local options defined into the function.

And these three functions (the one from the title) do not have the same behaviour, depending on where they are used:

* runApp() doesn’t work on RStudio products, but is the only way Docker and local calls can access options passed to the run\_app() function.
* shinyApp() and shinyAppDir() works likewise wherever you use them.
* RStudio production do not handle “local” options defined in the run\_app() function.
* There’s a fourth way, the one implemented in {golem}, which is fit for all scenario ![🎉](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEgAAABICAMAAABiM0N1AAAAA3NCSVQICAjb4U/gAAAApVBMVEVHcEx3slXdLUN2sVV2slNckDp2sVSfr293slSufF2qjNh3sVSqjNipj9jfHz/9vFD/zUzRJTrgNUt1tVXeLkXcLUOpjNiZb8+gCibcLEKgBSGRZsz/zEyhAh3eL0WiFDOhAxzqWG3qWW53slXqWW7dLkSgBB6qjdj/zE1ckTuSZszfN03nUWbjRFmnCSOmS3/UKD6jI0ipgMe7GTGobKvMJTzsYmtAn8qQAAAAI3RSTlMAfujYUL/vELogyJqVOxDvvz2BMJ9faFD6y1vfUHqxz5rnz4Gqe8cAAARfSURBVFiFvZjZYtowEEW9Fa9A2MySAmnBhgQIgUL+/9MqjbbRRpOX3pfEYJ/MXM2MrATB/1S32BVV/qVb87Kz2XTK1P1ttaOqvsAZEQxVZ+T8uth9lRRvuGJnTFMG2snsfvb3+/5P+8ZkIxU6/1A+hexqwdmDbFJGs0oSml9sU9JuXXdrDOozUN+6lRJKHpjpUlrtpLr8sz2XBRIA+jMxOIXiFOJDH2gkAJltEoqnkAvhSy0VEWUsRSwZUFGrD71mx9zkkIAy/St3/fiWPw3D1AOCiIqi6tpPPVCJQPliOegFQS1T+w4qU6BlS7VeILddpPRpv3+yu0Gt2uS9ZZotJamw7g+CJ2r6k/VxLEHzVmq9mFaVarX0x+vrDxkDWz5rwsiCHNxbpHXOEoTcCIeQdJDJySVo1UjK+SpNgjheQSIGd2rQa/TuvGm4R7Ob2SEMJB5xm03LqEN/GTfNHx6P1SF6am6JMupFTfPBQBJzPS94DJrZbsW81YZNw0O6UMZ5drlcyMVCu9lTQfCV8DqioA8Z0fV8nsHFC77bU0FUIz4EJk0jQ+Je31qL5KkgKuH1HDiHI124C1/81iJ5ZiQV77QBC+i4PYBLENO1tUgPUuObyIoFtN1uWQlczrfbpbVIfrP56M9ZQISzPb63tl5cz1oWxVCMRCcK2p4cIKMKyGZlhhVCFfUikRjV/QGpW1dqh8FjL483cc6KkTjN9ccBmg2CtEa7CxPZ2J/f3p6nAhepxLw2rS0KBU3fQJw0kU4LWSQ0V5CK4JmBnhloriUGhuukC8IUVd1lqus0eOMCzgA7zfWBSTcFMfcCDbSyAtoeGkWS4ZzXYvHVUMGp5brTjNMo0pWPppmsATTmsNljK7ETmH/nJBYNzJRZD57GE1wtPxSjltiR9YuIiTh0FW23RCCzSYZmQIIjSDMx4mRI7gke0SlkGiRIVo0vDbOVJqbTiNPIfUXVtxmH1NxI7NTouhtFPvBwSDEe6PvTp4eDygDbbYsUI7wb9k2jcXrvGigPsywLjQ2AFiMb6J9eju7UMuUHD/1FmBTjiYEcRjvzW4zEcQGTSDEetio12yBcCe9s1XIBwu+dQ1rTn8LsRxxg3e9jUpAJcQjOQwgU4RLyGSQVDXv8uVGsH2AmuIT+xYkm/KmUxYNf8ue4Wb1Gg+ayEOVxURXAAAf0kDNWD7mOnSsU0AOjlTVUGcPgg3COnPZzpDVccHQ1ilEl5jV6bvUo2JyUpEtKnlwvOv6LM3a8UW2Q2LoNVWJOo3VrpEpMghSjhxzTGqk0RiBakxMZkMNozRpzsCZZZ5OVYca7ZOXnGNa4R30Ss5fPwdFjtG2Nfg4BwT9VmNtjwdENmjussXexRHVJ7jR65ZzsVmpitNEuGdoGRa6qobJ2MdYlMRytf5kcT9U4BRhe1r90o13WPAZlZCuhrCHmuK3xqyM8ohe/hdFea/wKRWHTi95v4HzHGqVSNQghDb9rDdKIjhG6an8BILyClJg3SnEAAAAASUVORK5CYII=)

**Several ways to launch a Shiny App**

1. runApp() (old implementation of {golem}), which is a wrapper aroundshiny::runApp(system.file("app", package = "aaaaaa")).
2. shinyApp(), which is shiny::shinyApp(ui = app\_ui(), server = app\_server), the solution created by golem::add\_rstudioconnect\_file() and friends.
3. shinyAppDir(), which is shinyAppDir( system.file("app", package = "aaaaaa") ) — a necessary workaround for Shiny server if you wanted to call the app/ folder through the old implementation of {golem}.

Note: there is also shinyAppFile(), but its inner behaviour is the same as shinyAppDir(), so it’s not benchmarked here.

**One naive implementation**

**What we could have done there is simply leaving things open for the end user**, so that they have to chose the best implementation for their deployment use case. By doing something like:

run\_app <- function(

with = c("shinyApp", "runApp", "shinyAppDir")

) {

with <- match.arg(with)

if (with == "shinyApp"){

shiny::shinyApp(ui = app\_ui(), server = app\_server)

} else if (with == "runApp") {

shiny::runApp(system.file("app", package = "aaaa"))

} else if (with == "shinyAppDir") {

shiny::shinyAppDir(system.file("app", package = "aaaa"))

}

}

This might be the best answer as it leaves the choice to the user, but the question is still open: **what function should I use for my deployment**?

Let’s keep this function and use it for our benchmark.

**Side node**

If I refer to ?shinyApp:

You generally shouldn’t need to use these functions to create/run applications; they are intended for interoperability purposes. Read Below:

Create a Shiny app object

[shinyApp](https://shiny.rstudio.com/reference/shiny/1.3.2/shinyApp.html)(ui = NULL, server = NULL, onStart = NULL,

options = [list](http://www.rdocumentation.org/packages/base/topics/list)(), uiPattern = "/", enableBookmarking = NULL)

[shinyAppDir](https://shiny.rstudio.com/reference/shiny/1.3.2/shinyApp.html)(appDir, options = [list](http://www.rdocumentation.org/packages/base/topics/list)())

[shinyAppFile](https://shiny.rstudio.com/reference/shiny/1.3.2/shinyApp.html)(appFile, options = [list](http://www.rdocumentation.org/packages/base/topics/list)())

[as.shiny.appobj](https://shiny.rstudio.com/reference/shiny/1.3.2/shinyApp.html)(x)

# S3 method for shiny.appobj

[as.shiny.appobj](https://shiny.rstudio.com/reference/shiny/1.3.2/shinyApp.html)(x)

# S3 method for list

[as.shiny.appobj](https://shiny.rstudio.com/reference/shiny/1.3.2/shinyApp.html)(x)

# S3 method for character

[as.shiny.appobj](https://shiny.rstudio.com/reference/shiny/1.3.2/shinyApp.html)(x)

[is.shiny.appobj](https://shiny.rstudio.com/reference/shiny/1.3.2/shinyApp.html)(x)

# S3 method for shiny.appobj

[print](http://www.rdocumentation.org/packages/base/topics/print)(x, ...)

# S3 method for shiny.appobj

[as.tags](http://www.rdocumentation.org/packages/htmltools/topics/as.tags)(x, ...)

Arguments

|  |  |
| --- | --- |
| **ui** | The UI definition of the app (for example, a call to fluidPage() with nested controls) |
| **server** | A server function |
| **onStart** | A function that will be called before the app is actually run. This is only needed for shinyAppObj, since in the shinyAppDir case, a global.R file can be used for this purpose. |
| **options** | Named options that should be passed to the runApp call (these can be any of the following: "port", "launch.browser", "host", "quiet", "display.mode" and "test.mode"). You can also specify width and height parameters which provide a hint to the embedding environment about the ideal height/width for the app. |
| **uiPattern** | A regular expression that will be applied to each GET request to determine whether the ui should be used to handle the request. Note that the entire request path must match the regular expression in order for the match to be considered successful. |
| **enableBookmarking** | Can be one of "url", "server", or "disable". This is equivalent to calling the enableBookmarking() function just before calling shinyApp(). With the default value (NULL), the app will respect the setting from any previous calls to enableBookmarking(). See enableBookmarking for more information. |
| **appDir** | Path to directory that contains a Shiny app (i.e. a server.R file and either ui.R or www/index.html) |
| **appFile** | Path to a .R file containing a Shiny application |
| **x** | Object to convert to a Shiny app. |
| **...** | Additional parameters to be passed to print. |

Value

An object that represents the app. Printing the object or passing it to [runApp](https://shiny.rstudio.com/reference/shiny/1.3.2/runApp.html) will run the app.

Description

These functions create Shiny app objects from either an explicit UI/server pair (shinyApp), or by passing the path of a directory that contains a Shiny app (shinyAppDir). You generally shouldn't need to use these functions to create/run applications; they are intended for interoperability purposes, such as embedding Shiny apps inside a knitr document.

Details

Normally when this function is used at the R console, the Shiny app object is automatically passed to the print() function, which runs the app. If this is called in the middle of a function, the value will not be passed to print() and the app will not be run. To make the app run, pass the app object to print() or runApp().

Examples

**## Only run this example in interactive R sessions**

**if (**[**interactive**](http://www.rdocumentation.org/packages/base/topics/interactive)**()) {**

[**options**](http://www.rdocumentation.org/packages/base/topics/options)**(device.ask.default = FALSE)**

[**shinyApp**](https://shiny.rstudio.com/reference/shiny/1.3.2/shinyApp.html)**(**

**ui =** [**fluidPage**](https://shiny.rstudio.com/reference/shiny/1.3.2/fluidPage.html)**(**

[**numericInput**](https://shiny.rstudio.com/reference/shiny/1.3.2/numericInput.html)**("n", "n", 1),**

[**plotOutput**](https://shiny.rstudio.com/reference/shiny/1.3.2/plotOutput.html)**("plot")**

**),**

**server = function(input, output) {**

**output$plot <-** [**renderPlot**](https://shiny.rstudio.com/reference/shiny/1.3.2/renderPlot.html)**(** [**plot**](http://www.rdocumentation.org/packages/graphics/topics/plot)**(**[**head**](http://www.rdocumentation.org/packages/utils/topics/head)**(cars, input$n)) )**

**}**

**)**

[**shinyAppDir**](https://shiny.rstudio.com/reference/shiny/1.3.2/shinyApp.html)**(**[**system.file**](http://www.rdocumentation.org/packages/pkgload/topics/system.file)**("examples/01\_hello", package="shiny"))**

**# The object can be passed to runApp()**

**app <-** [**shinyApp**](https://shiny.rstudio.com/reference/shiny/1.3.2/shinyApp.html)**(**

**ui =** [**fluidPage**](https://shiny.rstudio.com/reference/shiny/1.3.2/fluidPage.html)**(**

[**numericInput**](https://shiny.rstudio.com/reference/shiny/1.3.2/numericInput.html)**("n", "n", 1),**

[**plotOutput**](https://shiny.rstudio.com/reference/shiny/1.3.2/plotOutput.html)**("plot")**

**),**

**server = function(input, output) {**

**output$plot <-** [**renderPlot**](https://shiny.rstudio.com/reference/shiny/1.3.2/renderPlot.html)**(** [**plot**](http://www.rdocumentation.org/packages/graphics/topics/plot)**(**[**head**](http://www.rdocumentation.org/packages/utils/topics/head)**(cars, input$n)) )**

**}**

**)**

[**runApp**](https://shiny.rstudio.com/reference/shiny/1.3.2/runApp.html)**(app)**

**}**

Run Shiny Application

# Run Shiny Application

[runApp](https://shiny.rstudio.com/reference/shiny/1.3.2/runApp.html)(appDir = [getwd](http://www.rdocumentation.org/packages/base/topics/getwd)(), port = [getOption](http://www.rdocumentation.org/packages/base/topics/options)("shiny.port"),

launch.browser = [getOption](http://www.rdocumentation.org/packages/base/topics/options)("shiny.launch.browser", [interactive](http://www.rdocumentation.org/packages/base/topics/interactive)()),

host = [getOption](http://www.rdocumentation.org/packages/base/topics/options)("shiny.host", "127.0.0.1"), workerId = "",

quiet = FALSE, display.mode = [c](http://www.rdocumentation.org/packages/base/topics/c)("auto", "normal", "showcase"),

test.mode = [getOption](http://www.rdocumentation.org/packages/base/topics/options)("shiny.testmode", FALSE))

### Arguments

|  |  |
| --- | --- |
| **appDir** | The application to run. Should be one of the following:   * A directory containing server.R, plus, either ui.R or a www directory that contains the file index.html. * A directory containing app.R. * An .R file containing a Shiny application, ending with an expression that produces a Shiny app object. * A list with ui and server components. |
| **port** | The TCP port that the application should listen on. If the port is not specified, and the shiny.port option is set (with options(shiny.port = XX)), then that port will be used. Otherwise, use a random port. |
| **launch.browser** | If true, the system's default web browser will be launched automatically after the app is started. Defaults to true in interactive sessions only. This value of this parameter can also be a function to call with the application's URL. |
| **host** | The IPv4 address that the application should listen on. Defaults to the shiny.host option, if set, or "127.0.0.1" if not. See Details. |
| **workerId** | Can generally be ignored. Exists to help some editions of Shiny Server Pro route requests to the correct process. |
| **quiet** | Should Shiny status messages be shown? Defaults to FALSE. |
| **display.mode** | The mode in which to display the application. If set to the value "showcase", shows application code and metadata from a DESCRIPTION file in the application directory alongside the application. If set to "normal", displays the application normally. Defaults to "auto", which displays the application in the mode given in its DESCRIPTION file, if any. |
| **test.mode** | Should the application be launched in test mode? This is only used for recording or running automated tests. Defaults to the shiny.testmode option, or FALSE if the option is not set. |

### Description

Runs a Shiny application. This function normally does not return; interrupt R to stop the application (usually by pressing Ctrl+C or Esc).

### Details

The host parameter was introduced in Shiny 0.9.0. Its default value of "127.0.0.1" means that, contrary to previous versions of Shiny, only the current machine can access locally hosted Shiny apps. To allow other clients to connect, use the value "0.0.0.0" instead (which was the value that was hard-coded into Shiny in 0.8.0 and earlier).

### Examples

**## Not run: ------------------------------------**

**# # Start app in the current working directory**

**# runApp()**

**#**

**# # Start app in a subdirectory called myapp**

**# runApp("myapp")**

**## ---------------------------------------------**

**## Only run this example in interactive R sessions**

**if (**[**interactive**](http://www.rdocumentation.org/packages/base/topics/interactive)**()) {**

[**options**](http://www.rdocumentation.org/packages/base/topics/options)**(device.ask.default = FALSE)**

**# Apps can be run without a server.r and ui.r file**

[**runApp**](https://shiny.rstudio.com/reference/shiny/1.3.2/runApp.html)**(**[**list**](http://www.rdocumentation.org/packages/base/topics/list)**(**

**ui =** [**bootstrapPage**](https://shiny.rstudio.com/reference/shiny/1.3.2/bootstrapPage.html)**(**

[**numericInput**](https://shiny.rstudio.com/reference/shiny/1.3.2/numericInput.html)**('n', 'Number of obs', 100),**

[**plotOutput**](https://shiny.rstudio.com/reference/shiny/1.3.2/plotOutput.html)**('plot')**

**),**

**server = function(input, output) {**

**output$plot <-** [**renderPlot**](https://shiny.rstudio.com/reference/shiny/1.3.2/renderPlot.html)**({** [**hist**](http://www.rdocumentation.org/packages/graphics/topics/hist)**(**[**runif**](http://www.rdocumentation.org/packages/stats/topics/Uniform)**(input$n)) })**

**}**

**))**

**# Running a Shiny app object**

**app <-** [**shinyApp**](https://shiny.rstudio.com/reference/shiny/1.3.2/shinyApp.html)**(**

**ui =** [**bootstrapPage**](https://shiny.rstudio.com/reference/shiny/1.3.2/bootstrapPage.html)**(**

[**numericInput**](https://shiny.rstudio.com/reference/shiny/1.3.2/numericInput.html)**('n', 'Number of obs', 100),**

[**plotOutput**](https://shiny.rstudio.com/reference/shiny/1.3.2/plotOutput.html)**('plot')**

**),**

**server = function(input, output) {**

**output$plot <-** [**renderPlot**](https://shiny.rstudio.com/reference/shiny/1.3.2/renderPlot.html)**({** [**hist**](http://www.rdocumentation.org/packages/graphics/topics/hist)**(**[**runif**](http://www.rdocumentation.org/packages/stats/topics/Uniform)**(input$n)) })**

**}**

**)**

[**runApp**](https://shiny.rstudio.com/reference/shiny/1.3.2/runApp.html)**(app)**

**}**

Enable Bookmarking in Shiny App:

Enable bookmarking for a Shiny application

[enableBookmarking](https://shiny.rstudio.com/reference/shiny/1.3.2/enableBookmarking.html)(store = [c](http://www.rdocumentation.org/packages/base/topics/c)("url", "server", "disable"))

Arguments

|  |  |
| --- | --- |
| **store** | Either "url", which encodes all of the relevant values in a URL, "server", which saves to disk on the server, or "disable", which disables any previously-enabled bookmarking. |

Description

There are two types of bookmarking: saving an application's state to disk on the server, and encoding the application's state in a URL. For state that has been saved to disk, the state can be restored with the corresponding state ID. For URL-encoded state, the state of the application is encoded in the URL, and no server-side storage is needed.

URL-encoded bookmarking is appropriate for applications where there not many input values that need to be recorded. Some browsers have a length limit for URLs of about 2000 characters, and if there are many inputs, the length of the URL can exceed that limit.

Saved-on-server bookmarking is appropriate when there are many inputs, or when the bookmarked state requires storing files.

Details

For restoring state to work properly, the UI must be a function that takes one argument, request. In most Shiny applications, the UI is not a function; it might have the form fluidPage(....). Converting it to a function is as simple as wrapping it in a function, as in function(request) { fluidPage(....) }.

By default, all input values will be bookmarked, except for the values of passwordInputs. fileInputs will be saved if the state is saved on a server, but not if the state is encoded in a URL.

When bookmarking state, arbitrary values can be stored, by passing a function as the onBookmark argument. That function will be passed a ShinySaveState object. The values field of the object is a list which can be manipulated to save extra information. Additionally, if the state is being saved on the server, and the dir field of that object can be used to save extra information to files in that directory.

For saved-to-server state, this is how the state directory is chosen:

* If running in a hosting environment such as Shiny Server or Connect, the hosting environment will choose the directory.
* If running an app in a directory with [runApp](https://shiny.rstudio.com/reference/shiny/1.3.2/runApp.html)(), the saved states will be saved in a subdirectory of the app called shiny\_bookmarks.
* If running a Shiny app object that is generated from code (not run from a directory), the saved states will be saved in a subdirectory of the current working directory called shiny\_bookmarks.

When used with shinyApp(), this function must be called before shinyApp(), or in the shinyApp()'s onStart function. An alternative to calling the enableBookmarking() function is to use the enableBookmarking *argument* for shinyApp(). See examples below.

Examples

**## Only run these examples in interactive R sessions**

**if (**[**interactive**](http://www.rdocumentation.org/packages/base/topics/interactive)**()) {**

**# Basic example with state encoded in URL**

**ui <- function(request) {**

[**fluidPage**](https://shiny.rstudio.com/reference/shiny/1.3.2/fluidPage.html)**(**

[**textInput**](https://shiny.rstudio.com/reference/shiny/1.3.2/textInput.html)**("txt", "Text"),**

[**checkboxInput**](https://shiny.rstudio.com/reference/shiny/1.3.2/checkboxInput.html)**("chk", "Checkbox"),**

[**bookmarkButton**](https://shiny.rstudio.com/reference/shiny/1.3.2/bookmarkButton.html)**()**

**)**

**}**

**server <- function(input, output, session) { }**

[**enableBookmarking**](https://shiny.rstudio.com/reference/shiny/1.3.2/enableBookmarking.html)**("url")**

[**shinyApp**](https://shiny.rstudio.com/reference/shiny/1.3.2/shinyApp.html)**(ui, server)**

**# An alternative to calling enableBookmarking(): use shinyApp's**

**# enableBookmarking argument**

[**shinyApp**](https://shiny.rstudio.com/reference/shiny/1.3.2/shinyApp.html)**(ui, server, enableBookmarking = "url")**

**# Same basic example with state saved to disk**

[**enableBookmarking**](https://shiny.rstudio.com/reference/shiny/1.3.2/enableBookmarking.html)**("server")**

[**shinyApp**](https://shiny.rstudio.com/reference/shiny/1.3.2/shinyApp.html)**(ui, server)**

**# Save/restore arbitrary values**

**ui <- function(req) {**

[**fluidPage**](https://shiny.rstudio.com/reference/shiny/1.3.2/fluidPage.html)**(**

[**textInput**](https://shiny.rstudio.com/reference/shiny/1.3.2/textInput.html)**("txt", "Text"),**

[**checkboxInput**](https://shiny.rstudio.com/reference/shiny/1.3.2/checkboxInput.html)**("chk", "Checkbox"),**

[**bookmarkButton**](https://shiny.rstudio.com/reference/shiny/1.3.2/bookmarkButton.html)**(),**

[**br**](https://shiny.rstudio.com/reference/shiny/1.3.2/builder.html)**(),**

[**textOutput**](https://shiny.rstudio.com/reference/shiny/1.3.2/textOutput.html)**("lastSaved")**

**)**

**}**

**server <- function(input, output, session) {**

**vals <-** [**reactiveValues**](https://shiny.rstudio.com/reference/shiny/1.3.2/reactiveValues.html)**(savedTime = NULL)**

**output$lastSaved <-** [**renderText**](https://shiny.rstudio.com/reference/shiny/1.3.2/renderText.html)**({**

**if (!**[**is.null**](http://www.rdocumentation.org/packages/base/topics/NULL)**(vals$savedTime))**

[**paste**](http://www.rdocumentation.org/packages/base/topics/paste)**("Last saved at", vals$savedTime)**

**else**

**""**

**})**

[**onBookmark**](https://shiny.rstudio.com/reference/shiny/1.3.2/onBookmark.html)**(function(state) {**

**vals$savedTime <-** [**Sys.time**](http://www.rdocumentation.org/packages/base/topics/Sys.time)**()**

**# state is a mutable reference object, and we can add arbitrary values**

**# to it.**

**state$values$time <- vals$savedTime**

**})**

[**onRestore**](https://shiny.rstudio.com/reference/shiny/1.3.2/onBookmark.html)**(function(state) {**

**vals$savedTime <- state$values$time**

**})**

**}**

[**enableBookmarking**](https://shiny.rstudio.com/reference/shiny/1.3.2/enableBookmarking.html)**(store = "url")**

[**shinyApp**](https://shiny.rstudio.com/reference/shiny/1.3.2/shinyApp.html)**(ui, server)**

**# Usable with dynamic UI (set the slider, then change the text input,**

**# click the bookmark button)**

**ui <- function(request) {**

[**fluidPage**](https://shiny.rstudio.com/reference/shiny/1.3.2/fluidPage.html)**(**

[**sliderInput**](https://shiny.rstudio.com/reference/shiny/1.3.2/sliderInput.html)**("slider", "Slider", 1, 100, 50),**

[**uiOutput**](https://shiny.rstudio.com/reference/shiny/1.3.2/htmlOutput.html)**("ui"),**

[**bookmarkButton**](https://shiny.rstudio.com/reference/shiny/1.3.2/bookmarkButton.html)**()**

**)**

**}**

**server <- function(input, output, session) {**

**output$ui <-** [**renderUI**](https://shiny.rstudio.com/reference/shiny/1.3.2/renderUI.html)**({**

[**textInput**](https://shiny.rstudio.com/reference/shiny/1.3.2/textInput.html)**("txt", "Text", input$slider)**

**})**

**}**

[**enableBookmarking**](https://shiny.rstudio.com/reference/shiny/1.3.2/enableBookmarking.html)**("url")**

[**shinyApp**](https://shiny.rstudio.com/reference/shiny/1.3.2/shinyApp.html)**(ui, server)**

**# Exclude specific inputs (The only input that will be saved in this**

**# example is chk)**

**ui <- function(request) {**

[**fluidPage**](https://shiny.rstudio.com/reference/shiny/1.3.2/fluidPage.html)**(**

[**passwordInput**](https://shiny.rstudio.com/reference/shiny/1.3.2/passwordInput.html)**("pw", "Password"), # Passwords are never saved**

[**sliderInput**](https://shiny.rstudio.com/reference/shiny/1.3.2/sliderInput.html)**("slider", "Slider", 1, 100, 50), # Manually excluded below**

[**checkboxInput**](https://shiny.rstudio.com/reference/shiny/1.3.2/checkboxInput.html)**("chk", "Checkbox"),**

[**bookmarkButton**](https://shiny.rstudio.com/reference/shiny/1.3.2/bookmarkButton.html)**()**

**)**

**}**

**server <- function(input, output, session) {**

[**setBookmarkExclude**](https://shiny.rstudio.com/reference/shiny/1.3.2/setBookmarkExclude.html)**("slider")**

**}**

[**enableBookmarking**](https://shiny.rstudio.com/reference/shiny/1.3.2/enableBookmarking.html)**("url")**

[**shinyApp**](https://shiny.rstudio.com/reference/shiny/1.3.2/shinyApp.html)**(ui, server)**

**# Update the browser's location bar every time an input changes. This should**

**# not be used with enableBookmarking("server"), because that would create a**

**# new saved state on disk every time the user changes an input.**

**ui <- function(req) {**

[**fluidPage**](https://shiny.rstudio.com/reference/shiny/1.3.2/fluidPage.html)**(**

[**textInput**](https://shiny.rstudio.com/reference/shiny/1.3.2/textInput.html)**("txt", "Text"),**

[**checkboxInput**](https://shiny.rstudio.com/reference/shiny/1.3.2/checkboxInput.html)**("chk", "Checkbox")**

**)**

**}**

**server <- function(input, output, session) {**

[**observe**](https://shiny.rstudio.com/reference/shiny/1.3.2/observe.html)**({**

**# Trigger this observer every time an input changes**

[**reactiveValuesToList**](https://shiny.rstudio.com/reference/shiny/1.3.2/reactiveValuesToList.html)**(input)**

**session$doBookmark()**

**})**

[**onBookmarked**](https://shiny.rstudio.com/reference/shiny/1.3.2/onBookmark.html)**(function(url) {**

[**updateQueryString**](https://shiny.rstudio.com/reference/shiny/1.3.2/updateQueryString.html)**(url)**

**})**

**}**

[**enableBookmarking**](https://shiny.rstudio.com/reference/shiny/1.3.2/enableBookmarking.html)**("url")**

[**shinyApp**](https://shiny.rstudio.com/reference/shiny/1.3.2/shinyApp.html)**(ui, server)**

**# Save/restore uploaded files**

**ui <- function(request) {**

[**fluidPage**](https://shiny.rstudio.com/reference/shiny/1.3.2/fluidPage.html)**(**

[**sidebarLayout**](https://shiny.rstudio.com/reference/shiny/1.3.2/sidebarLayout.html)**(**

[**sidebarPanel**](https://shiny.rstudio.com/reference/shiny/1.3.2/sidebarPanel.html)**(**

[**fileInput**](https://shiny.rstudio.com/reference/shiny/1.3.2/fileInput.html)**("file1", "Choose CSV File", multiple = TRUE,**

**accept =** [**c**](http://www.rdocumentation.org/packages/base/topics/c)**(**

**"text/csv",**

**"text/comma-separated-values,text/plain",**

**".csv"**

**)**

**),**

**tags$**[**hr**](https://shiny.rstudio.com/reference/shiny/1.3.2/builder.html)**(),**

[**checkboxInput**](https://shiny.rstudio.com/reference/shiny/1.3.2/checkboxInput.html)**("header", "Header", TRUE),**

[**bookmarkButton**](https://shiny.rstudio.com/reference/shiny/1.3.2/bookmarkButton.html)**()**

**),**

[**mainPanel**](https://shiny.rstudio.com/reference/shiny/1.3.2/mainPanel.html)**(**

[**tableOutput**](https://shiny.rstudio.com/reference/shiny/1.3.2/tableOutput.html)**("contents")**

**)**

**)**

**)**

**}**

**server <- function(input, output) {**

**output$contents <-** [**renderTable**](https://shiny.rstudio.com/reference/shiny/1.3.2/renderTable.html)**({**

**inFile <- input$file1**

**if (**[**is.null**](http://www.rdocumentation.org/packages/base/topics/NULL)**(inFile))**

[**return**](http://www.rdocumentation.org/packages/base/topics/function)**(NULL)**

**if (**[**nrow**](http://www.rdocumentation.org/packages/base/topics/nrow)**(inFile) == 1) {**

[**read.csv**](http://www.rdocumentation.org/packages/utils/topics/read.table)**(inFile$datapath, header = input$header)**

**} else {**

[**data.frame**](http://www.rdocumentation.org/packages/base/topics/data.frame)**(x = "multiple files")**

**}**

**})**

**}**

[**enableBookmarking**](https://shiny.rstudio.com/reference/shiny/1.3.2/enableBookmarking.html)**("server")**

[**shinyApp**](https://shiny.rstudio.com/reference/shiny/1.3.2/shinyApp.html)**(ui, server)**

**}**

So according to the documentation we should rarely call shinyApp() directly, and use only runApp() instead. But using runApp() is impossible on RStudio platforms, as they print an error that looks like this:

Loading aaaa

Error in shiny::runApp(system.file("app", package = "aaaa")) :

Can't call `runApp()` from within `runApp()`. If your application code contains `runApp()`, please remove it.

Calls: runApp ... eval -> eval -> ..stacktraceon.. -> run\_app ->

**Side note 2**

I’ve tried to make this benchmark as reproducible as possible, so **feel free to run it and see if you get the same results** ![🙂](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEgAAABICAMAAABiM0N1AAAAA3NCSVQICAjb4U/gAAAAPFBMVEVHcEz/zEz/zEz/zEz/zEz/y0v/zEz6x0r/z0f/zE3/zU3/zUxmRQD/zE2AXA3OoTSziSdwTQXaqzqddhwc9eCHAAAADHRSTlMA38+vSoCP9iCfYL+hGL6kAAAB6UlEQVRYhe2Y25aDIAxFtVXwBoL+/78OCtRqEgezsuZp9mMKpyHBEKgqmm5QY20S9aiG7mYwSdN/NA7qvnmm0ikNVSJalfvVvCmVyLvMra6/l9noC7xqyUWdFtj+5s6rRGbjdetUU+ROcuomUm25zAa5vIIon+mFdAglhg6q9DA+GRCnhqdjzCV33YO8n9Hn/VS8DyEvgQBFWomFbXwtjpX5g88eYGcskzMH69hsp8nOcAZhf6cIwfHTDphB2U2MkrqatY8TvC6zG6N2IWB2U8KV2cNf4KG2eYIts5sYbpj76UOZ3cQdAM/BY4IusgdqLGccj0LeBhmhASafFeywAUZofJ5+Y0Yk1owNuUUb2hifSAAVevrR0kIM/oX+UgjZkBxq7BPhMGIfLQeFlREOA1bYOHRYqWVQEwe/9/iXGZi9R6w9cfKHWrGiHcqyooU2nv7IjHUvqPO1sM17sV3heI0f2eGHXJxXtyTcmks28seKaCK+yjMEKdipiUDamrQ4DGRhua3BGy1CCdM5WmS09Zs9lMF3xdH+482odvYsYx0+7qvTptrjxdl8llm3EINOtwiphl3uCiF2qZG7Zsld/OSuonKXY7nrutwDgtyTRiX2yFLJPftUYg9Ru1cyT2PRLZHHuuTXk+fDH3Rxz1jqeFQJAAAAAElFTkSuQmCC)

The package is named “aaaa” (so it won’t conflict with any other package (I hope), and can be found [here](https://github.com/ColinFay/golem4bench). It contains the golem skeleton with the functions listed below.

**Looking for the best implementation**

Anyway, let’s try to find the best implementation. The idea is that our implementation of run\_app() should:

* **work on the maximum number of services** (Locally + Docker + RStudio products), and this with minimal tweaking (one implementation to rule them all would be best).
* **Be able to read options from the global environment**, so that for example we can use the global golem.app.prod variable from inside the server and UI, or global options / env var defined in the service.
* Be able to read **options from the local function environment**, so we can pass arguments to the run\_app() function.

**Benchmark conditions**

* Previous version of {golem} (0.0.1.600)

**Content of the app\_ui function:**

app\_ui <- function() {

tagList(

fluidPage(

h1("aaaa"),

h3( "global options:" ),

verbatimTextOutput("global"),

h3( "function options:" ),

verbatimTextOutput("shinycall")

)

)

}

**Content of the app\_server function:**

app\_server <- function(input, output,session) {

output$global <- renderPrint({

# Global options

getOption('golem.pkg.name')

})

output$shinycall <- renderPrint({

# Local options

getOption('shinycall')

})

}

**Various run\_app implementations**

We’ll use this function to benchmark the three functions (shinyApp(), runApp(), and shinyAppDir().

run\_app <- function(

with = c("shinyApp", "runApp", "shinyAppDir")

) {

with <- match.arg(with)

# Here, we set local options so we can pass

# arguments to the run\_app() function

options("shinycall" = with)

on.exit(

options("shinycall" = NULL)

)

if (with == "shinyApp"){

shiny::shinyApp(ui = app\_ui(), server = app\_server)

} else if (with == "runApp") {

shiny::runApp(system.file("app", package = "aaaa"))

} else {

shiny::shinyAppDir(system.file("app", package = "aaaa"))

}

}

**In our results, runApp is:**

run\_app( "runApp" )

**shinyApp is:**

run\_app( "shinyApp" )

**shinyAppDir is**

run\_app( "shinyAppDir" )

**Launch contexts**

**Local launch**

You can run this in your console, here in RStudio.

# Set options here

options( "golem.pkg.name" = "aaa")

# Detach all loaded packages and clean your environment

golem::detach\_all\_attached()

# rm(list=ls(all.names = TRUE))

# Document and reload your package

golem::document\_and\_reload()

# Run the application

aaaa::run\_app(with = "runApp")

**The Dockerfile for local test is**

FROM rocker/tidyverse:3.6.0

RUN R -e 'install.packages("remotes")'

RUN R -e 'remotes::install\_cran("shiny")'

COPY aaaa\_\*.tar.gz /app.tar.gz

RUN R -e 'remotes::install\_local("/app.tar.gz")'

EXPOSE 80

CMD R -e "options('shiny.port'=1234,shiny.host='0.0.0.0', 'golem.pkg.name' = 'aaa');aaaa::run\_app( 'runApp' )" # also with shinyApp & shinyAppDir

You can find this Dockerfile in the inst/dockerfilelocal folder of the golem4bench repo. Before launching it, **you have to document, and build your package** with devtools::build(path = "inst/dockerfilelocal/"),

The full thing can be launched with:

R -e "devtools::build(path = 'inst/dockerfilelocal/')" \

&& cd inst/dockerfilelocal/ \

&& docker build -t aaa . \

&& docker run --name aaaa -p 1234:1234 -d aaa \

&& sleep 2 \

&& open http://0.0.0.0:1234

Then, stay in the folder, change the "runApp" arg in the Dockerfile to "shinyApp", **rebuild and relaunch** from the docker build line. Then again with "shinyAppDir". Of course, don’t forget to docker kill aaa && docker rm aaa between each iteration.

**RStudio products 1/2: the app.R script**

pkgload::load\_all()

options( "golem.pkg.name" = "aaa" )

run\_app( "runApp" ) # also with shinyApp & shinyAppDir

Each three versions (i.e the three versions of run\_app()) of this file will be deployed to:

* **local Shiny Server** (copied inside the Docker)
* **ThinkR internal RStudio Connect** (sent with rsconnect::deployApp())
* **ThinkR’s shinyapps.io account** (sent with rsconnect::deployApp())

**This file should be put at the root of your package.**

**RStudio products 2/2: Setting a Shiny server for testing**

This Dockerfile can be found in the inst/dockerfileshinyserver folder of the package.

FROM rocker/shiny:3.6.0

RUN R -e 'install.packages("remotes")'

RUN R -e 'remotes::install\_cran("shiny")'

RUN apt-get update && apt-get install libssl-dev libxml2-dev -y

RUN R -e 'remotes::install\_cran("attachment")'

COPY . /srv/shiny-server/aaaa

RUN cd /srv/shiny-server/aaaa && R -e "attachment::install\_from\_description()"

From the root of the package:

mv inst/dockerfileshinyserver/Dockerfile Dockerfile \

&& docker build -t plop . \

&& docker run --name plop -p 3838:3838 -d plop \

&& sleep 2 \

&& open http://0.0.0.0:3838/aaaa

Then, change for "shinyApp" and "shinyAppDir" in the app.R file, then rerun the docker build. Don’t forget to kill & rm files between each iteration, and to mv back the Dockerfile where it belongs.

**Results**

Global options are the one defined outside of run\_app(), local options are the one defined inside the run\_app().

![🚀](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEgAAABICAMAAABiM0N1AAAAA3NCSVQICAjb4U/gAAAAk1BMVEVHcEyfAx2hAxyfAxtTq+3PTx9Uq+9Pr++gAx1UrO6dByJTq+//qzJUq++fABlUrO5VrO//qzH/ry//qzL/rDL/rTL/rTJ/TnmSrKtVrO6gBB7/rDP/zE0AAAD/wUWbDyuHPWVjjcdXouGTIkN8VYJUl9ISJDNrerA9fa1ybJ8iRmA1bJUFCw+1MCjKXDOqrJHhjj658/wYAAAAGXRSTlMA6pdFgBBiFMfaaDlrmCjvt6Qg2L84hY/HWAw9egAAAxJJREFUWIXNltmWqjAQRVXAAdAWp+4QGgTEeej//7pLGELmxOHhnhfXImFbdaoqodd7U6OhPZ8AAN6ETBGj0usUr4O8ARoNKQoAk5cwwzlgNf9AMJXspzH2lwADwPAzGABGn8E85zXhTZYxoKk5xsOVuux/S+0vL1k0mravFBWmQhXPW+ThrIrrL9YVkwwt6sIBYP9LaN8+Nesij2jA4/lY6tyG1frkmXBsQbWzMxWSSWYjfqzq0tUk45p50hY8EyB9zYYyTJndFYO0k09WSxKSIjNnHJYal3JFx0WnY2u22OpZxUFKUiWnAl2kAc36phwEqgL6ElltYU540HBKUD0ioq52MSbc6TjgXA+tKKBBx8mF72YH4hw61j+CgAhOKDKo2AoS5gNyxqE6sV1SLrAnIx/QjOQk3H6Q5mhhyz6esAF1ZRcHtKv/oGCfsz1kUZyQ3V/kkj9gp8ylMFwCp0RWSuZAG9AcpjTZVlrKqZqTUJvTXOoc67RluQOyZlRmh0Teo8KT2nFxYCdi766Lk6uY9HZ13D5jRZZ3cZ5YDtdCVJYoxc6epONwrai7gqw+fuVE+JbrZ4PTd7NzS3D4U87gU6++EDOSYzL0ElCakxx+9kzuaAQ6JCSHN9rganX8H9pm0aGi/T5z/CWED8rmUDBium+GRQCRHgyH68TUVXM2iBLH0Z3mcAalyViZ1ariRFGs4ZR1UIKWiBOV+lMbjaZYBdo08UR0ZmxH1+2lAK0xJ7rJOzprDxU5aCUGUQUrdrhLpZwFbB2KIonRB7Ip1A5xIMxJT1tqZOSgpQh0fzx+bNv+psY3VJpdWU2Cbrf7XxxB6KPVPsdx1Jk1ZmPFEC7QqsVw+jNpZisJaFkvj005PQgFpLjJjA3JknPWLQiSINhkxrikmnwfg7qYynhg0G4gvjEGCk7rNWyOEYRBHBxQzzHj9AIolN/taG9z5fmBi8YoIHa4ugaqtdRxmtxUha+kyQtpbMIRgIIFs2WgbqAmboay9HkrXHUD1VqTkMBng6lkaQpPgFarjb+WVsUy4Px3+gfimQ47SsSt/QAAAABJRU5ErkJggg==): the app launches   
![💥](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEgAAABICAMAAABiM0N1AAAAA3NCSVQICAjb4U/gAAAAVFBMVEVHcEy7GTO7GTO6GTO7GDO6GTO8FS+7FzO6FzK/Dy+7GTK7GTP8q0C7GjT1+PrtiT33oD/JODbSTTjmeTz448fAJTXcYzr50pz28+36wnj7t1z8sEwWMMYWAAAADHRSTlMA3++fvM8pQF8QcIgwuzGVAAADKElEQVRYha2W2ZaDIBBEg2OUKMR9zf//57BKo2zxpF48Gr2pLtuGxyNduPzi5pBQ9RsOpn+/ASH6/AkHU0p/AkIMdC9tOxFuiN5L286WG7qZtvWcMHQzbcuBMHQzbViLNHQzbQpIytC9tKkhaUP30gbPakP30jYulKHBl3ZZ56F/oAdJGupbV9oMwp2+1Okzr3HhAym1ZDqlLSFM2fHs68nPbZq8Z9acnpAepH1ALI4mWTR5SgZ1vSFkVmkXVZ5BrxjaNCRNUyBF6gghDTueIWfOmXSIKBIzRFrnHfU5fzeJSBI3RHjaFzl61EkiktSIYw9+6GbhNL9yAKnvJgtEGOfzEWkrCLvQdhQ0kJvUtaQdZkEjWssm0xYQbQ+5ORaJi9HEcdzJZ13YuYYoTnZuYi9JaVz35T3CK6LKAOdK2redgd7r+n6zk2VUOBE0DnCuJAYZGYWJH8ZPKsdFMlolp5ncDRQhLYazy3eQxgl4WiRHNFAC51HqxhSkDdS2aA7NfR1kVJhB0zVkhxGxsFlxg2j7LLI0FX8HZhp4QFyr8sO08ayFp+tnD9Opj2EzzUdPbsrOpi+08uv1l1eZmTWD1h5BQkqyPORubXwsX2zFAF8DM7SKxOFHospzLL2llbH1pfF+/jDSCq96ygOvis4NUEu2ddMFsr4GP0mSVd7LvKqTJgb6EN3hm3PaHuWBV3XRDKtZFnvaaqnysB/DDUHtZtpa4uWBVxUzJN+W+8bqUbpVuwwJ8accD/haE3kMEdJ9tW9TOyJtaBgMqPesZSFDvWk9Q2JTFt0zJD+rg8TTjs+iq6FWN04P0k7dJQNDg+lkTerCk8hpqLX6WI2EOTntw5Cyk1sjnKedfWVI2ckqs0sRJL7dCq3VZ0OzssOfOabDxCfVFF9kgSGq7UhBUp+WNgac3JRQG1Ji2uhqx/6DgbfkN4bywvPLnNSSyGlHqAQTMDoAsMeOUGFI0b0I8tk5kWIDAPvtCJmteGQAoIAdmxROGwftSJJaScMticJ2pGSTB1sSx+wAUnAAPBOXh4qTQn+ZNBy4eJZJAyBOypLHbURF9sXiFiHZ5/8HaXAq5Oj1NAAAAABJRU5ErkJggg==): the app doesn’t launch  
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| **Where** | **runApp** | **shinyApp** | **shinyAppDir** |
| --- | --- | --- | --- |
| Locally | 🚀📗📒 | 🚀📗⛔ | 🚀📗⛔ |
| Docker | 🚀📗📒 | 🚀📗⛔ | 🚀📗⛔ |
| Connect | 💥❌⛔ | 🚀📗⛔ | 🚀📗⛔ |
| shinyApps.io | 💥❌⛔ | 🚀📗⛔ | 🚀📗⛔ |
| ShinyServer | 💥❌⛔ | 🚀📗⛔ | 🚀📗⛔ |

So to sum up :

* Docker containers don’t get local options from the functions unless called with runApp(). Which you can verify with running in any terminal: R -e "options('shiny.port'=1234,shiny.host='0.0.0.0', 'golem.pkg.name' = 'aaa');aaaa::run\_app( 'runApp' )"
* runApp() fails on RStudio Product.
* RStudio products don’t get local options with any solution (we’ll see in a minute that’s because we can’t use runApp().

**Where do we go from there?**

So, why this different behaviours? Actually, it’s because of what shinyApp() and shinyAppDir() return, compared to runApp(). If we look at the source code of shinyApp(), the last line of code looks like this:

> shiny::shinyApp

function (ui = NULL, server = NULL, onStart = NULL, options = list(),

uiPattern = "/", enableBookmarking = NULL)

{

[...]

structure(list(httpHandler = httpHandler, serverFuncSource = serverFuncSource,

onStart = onStart, options = options, appOptions = appOptions),

class = "shiny.appobj")

}

We can see that the last thing returned by the function is a structure of class shiny.appobj, whereas the runApp() returns a running process. So the “launch” of the app with shinyApp() is not the same the the one from runApp()— the first returns an object, while the second returns a process. So the launch of the app, with shinyApp(), is actually done with print.shiny.appobj. Which is why if you do a <- shinyAppDir(appDir = "inst/app/"), you’ll not get the app running until you try to print a. Which also explains why the local options (defined inside the function) are not read: with shinyApp(), the function does return an object, so the function has ended, and the options defined there are not accessible anymore.

Why is it a good news? Let’s have a look at shiny:::print.shiny.appobj:

> shiny:::print.shiny.appobj

function (x, ...)

{

opts <- x$options %OR% list()

opts <- opts[names(opts) %in% c("port", "launch.browser",

"host", "quiet", "display.mode", "test.mode")]

args <- c(list(quote(x)), opts)

do.call("runApp", args)

}

So here the cool thing is that we can hack the x passed to the print method to add golem.options inside it, i.e. in the appOptions of the app object. Hence:

with\_golem\_options <- function(app, golem\_opts){

app$appOptions$golem\_options <- golem\_opts

app

}

and

run\_app <- function(...) {

with\_golem\_options(

app = shinyApp(ui = app\_ui(), server = app\_server),

golem\_opts = list(...)

)

}

And with a full app:

library(shiny)

options("golem.app.name" = "aaa")

get\_golem\_options <- function(which = NULL){

if (is.null(which)){

getShinyOption("golem\_options")

} else {

getShinyOption("golem\_options")[[which]]

}

}

with\_golem\_options <- function(app, golem\_opts){

app$appOptions$golem\_options <- golem\_opts

app

}

app\_ui <- function() {

tagList(

fluidPage(

verbatimTextOutput("all"),

verbatimTextOutput("opt"),

verbatimTextOutput("glob")

)

)

}

app\_server <- function(input, output,session) {

output$all <- renderPrint({ get\_golem\_options() })

output$opt <- renderPrint({ get\_golem\_options("a") })

output$glob <- renderPrint({ getOption("golem.app.name") })

}

run\_app <- function(...) {

with\_golem\_options(

app = shinyApp(ui = app\_ui(), server = app\_server),

golem\_opts = list(...)

)

}

run\_app(a = "pouet", b = "bing")

And the good news is… it works everywhere ![🤘](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEgAAABICAMAAABiM0N1AAAAA3NCSVQICAjb4U/gAAAAOVBMVEVHcEz901n/3F3/3Fv/21z/31n/3Vz/3Fz/3Fz3tk7/31//3Fz/3FzxnEb/3F3vlkX3t1D0qUz90FmQV64qAAAADnRSTlMAYp+D7ym/UN9HEK/P3yE/Y6wAAAF/SURBVFiF7djZloMgDAbgutRlqkF4/4cdHRUd+E1YvOoxN+2FfickkGpfrye+PdqOqGtvcOgvsqW+XqEu11G0RSY03gWpKIjpSxTE9SUK6pi+REHcpQ/0QA+EoW0iZEP7REiF9slkJ3UitOdxTOo0yOYx5kEojyQI5ZEEodu/ENJauVEkQSj6aEgrbcgLM8ZCRmmfWUJanAtpBfJZQnpG8iHsEL3vgqqblkZDGKSlYktrOyCzf0HtX4Lv236VzcTd1ZOFPkHQlolZPv4dkQOinyCIpvVGWyKj3EWyz+2n68yk9XHr7Lq1YjcArivuXsNB9YWD9lPNQQ2GpnORbXBQhSEFTwoHtREJsTXCRcJHl9+RJbjj4sDxZ6QPXpk0kUDfJjhLhDmCUsIlEn+S/JQgJL/Yvr3GQSjgVbvwagRqzfd+C7QF3IWxwyhcqoXWh0rBjiBFOHPFLybTHEOMM++Ci9FEVVidT9EjqhGfjCBVOgv8JDGrVTXbnwpDWXCL+gUTnG7J9Ve96gAAAABJRU5ErkJggg==)

So thanks to this little hack, you are now able to use the run\_app() function from {golem} everywhere. And now, when you build your package, you can use arguments with the run\_app() function, and use them with get\_golem\_options(). Global options are, as usual, available with getOptions().

The other little cool hack? When you generate an app.R file for RStudio products with golem::add\_rstudioconnect\_file, golem::add\_shinyappsio\_file, or golem::add\_shinyserver\_file, we left a small ShinyApp in a comment, so you can use the nice blue button to deploy in just one click (yes, apparently it seems that every time RStudio sees a ShinyApp in the text, it shows this little button ![😉](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEgAAABICAMAAABiM0N1AAAAA3NCSVQICAjb4U/gAAAAPFBMVEVHcEz/zEz/zEz/zEz/zEz/y0v/zUz/z0f/zE3/zE3/zU1mRQD/zE3crTtyTwaIYxDywUa2jCiedxzLnjL/8Ry6AAAAC3RSTlMA34/PSoC3IJ/vYLtt3F0AAAJoSURBVFiFrZjbloMgDEXVWlEZQOj//+tUFE0g0dTFeWt1bUMukNA0vNTcDe3frnboZnXxMqt+PBin2rH/jaK6qaRsmjq5Xf3AUTYNMrPUeI1ZNQqserOLQgt835nzkmBWvS6N6kXm7EZdeOotx6xilyfwMtZYicOQHnBIUu6fxRgJqfBTjyA+WK11kJCy2CkQd+P0Lglowvl05uGJkYH+XrSD/InRHxEIuulY2JLMcd4sMgxaXIp84gQaYgwdySMHUsR2Do352O0jNvjieYrcgDieXgDwnXaZ94bdQ/vPED/IpaFGcvi1zUvdbtAlZ/sMEDK8i6AUspuImzWOxvgUWJj3EyqOjzBzFm8LUv+s6suwrBlAnINrqO2ldSErofaMGeQIKiSSQEKpZi4NT6l3WSQBO2lOwQfyZISjqQ6kIy6XrimP52Mfcfj/c4NxZbYNhK+Z/cjY80GZt21TcAAIOglyKNIlCPy5OI1UREIK8jpTHgkCRDp7Xdh324yK5WbvQWT4rYX72bfcBCBZQuYiQKISEYEERUuAiOJ/opYokUcaiKJ9pI7YRh5ppja2J1LkVvu72qctX64x79WAcFGsIgojqYcHZKZYtmGv02+lBlfsdYcmeGTnys/oKKat7FATkclQIKY1UKityeVKjqPfHKjW+NRicw63sRwtMpMBxeKYhZ3tv2IC98EnB7OxwE6bm69g002cipvQFMEOjiYOE98WlG3lUMPOLu5e2QjBFsqtioH0xzE0iRhHaw1+9UbResNxvXG93gVCvSuNptolS1Pv2qepdhEVrapzNbaZVeWybrfrl+vDf3NowNZ4dUC+AAAAAElFTkSuQmCC))